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# **Цель работы**

Необходимо найти решение для 10 задач в соответствии с 13 Вариантом.

# **Задание №1**

## **Условие задания**

Из n вершин. Для каждой вершины v от 0 до n - 1 он записал два числа degreev и sv, где первое число — количество вершин, смежных с вершиной v, а второе — XOR-сумма номеров вершин, смежных с v (в случае, если смежных вершин не было, он записал 0).

На следующий день Миша не смог вспомнить, какой граф у него был изначально. У Миши остались значения degreev и sv. Помогите ему найти количество ребер и сами ребра исходного графа. Гарантируется, что существует лес, которому соответствуют выписанные Мишей числа.

Входные данные В первой строке находится целое число n (1 ≤ n ≤ 216), количество вершин в графе.

В i-й из последующих строк находятся числа degreei и si (0 ≤ degreei ≤ n - 1, 0 ≤ si < 216), разделенные пробелом.

Выходные данные В первой строке выведите число m, количество ребер графа.

Далее выведите m строк, каждая из которых содержит два различных числа a и b (0 ≤ a ≤ n - 1, 0 ≤ b ≤ n - 1), соответствующие ребру (a, b).

Рёбра могут быть выведены в любом порядке; вершины одного ребра также могут быть выведены в любом порядке.

**Примеры**

**Входные данные**

3

2 3

1 0

1 0

**Выходные данные**

2

1 0

2 0

## **Решение задания**

import numpy as np

class Deque:

def \_\_init\_\_(self):

self.items = []

def push\_right(self, item): # добавить элемент справа

self.items.append(item)

def push\_left(self, item): # добавить элемент слева

self.items.insert(0, item)

def pop\_right(self): # удалить элемент справа

return self.items.pop()

def pop\_left(self): # удалить элемент слева

return self.items.pop(0)

def top\_right(self): # просмотр правого элемента

return self.items[len(self.items) - 1]

def top\_left(self): # просмотр левого элемента

return self.items[0]

def empty(self): # проверка на пустоту дека

return self.items == []

def size(self): # количество элементов в деке

return len(self.items)

def task\_1(n: int, degreev\_list: list[int], sv\_list: list[int]) -> tuple[int, str]:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество вершин должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= np.power(2, 16)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество вершин должно принадлежать отрезку чисел от 1 до 2^16") # Поднимает исключение ValueError

if len(degreev\_list) != len(sv\_list): # Проверка degreev\_list и sv\_list на соответствии равенства длины

raise ValueError("Количество элементов degreev и sv должны быть одинаково") # Поднимает исключение ValueError

for i in range(len(degreev\_list)): # Цикл для проверки каждого элемента в списках degreev\_list и sv\_list

if not isinstance(degreev\_list[i], int): # Проверка очередного элемента degreev\_list на соответствие типу данных int

raise TypeError("degreev должно быть целым числом") # Поднимает исключение TypeError

if not (0 <= degreev\_list[i] <= n-1): # Проверка очередного элемента degreev\_list на соответствие вхождения в границы допустимых значений

raise ValueError("degreev должно принадлежать отрезку чисел от 0 до ", n-1) # Поднимает исключение ValueError

if not isinstance(sv\_list[i], int): # Проверка очередного элемента sv\_list на соответствие типу данных int

raise TypeError("sv должно быть целым числом") # Поднимает исключение TypeError

if not (0 <= sv\_list[i] <= np.power(2, 16)): # Проверка очередного элемента sv\_list на соответствие вхождения в границы допустимых значений

raise ValueError("sv должно принадлежать отрезку чисел от 0 до 2^16") # Поднимает исключение ValueError

list\_data = [] # Инициализируем список для записи введённых значений degree и s

single\_vertex = Deque() # Инициализируем Deque

for i in range(n): # Цикл от 0 до количества вершин

if (degreev\_list[i] == 1): # Если количество смежных вершин = 1, то можем сразу занести в очередь

single\_vertex.push\_right(i) # Заносим в очередь

list\_data.append([degreev\_list[i], sv\_list[i]]) # Записываем введёные значения в список

count = 0 # Инициализируем счётчик количества рёбер

edges = '' # Инициализируем переменную для вывода названий рёбер

while not single\_vertex.empty(): # Пока очередь не пуста

vertex = single\_vertex.pop\_left() # Рассматриваем вершину из очереди

degreev, sv = list\_data[vertex] # Берём записанную пару количества смежных вершин и XOR суммы для данной вершины

if degreev == 0: # Если смежных вершин нет, пропускаем вершину

continue # Переход к следующему проходу цикла

second\_degreev, second\_sv = list\_data[sv] # Берём значения вершины равняющейся XOR сумме

if second\_degreev == 2: # Если у неё смежных вершин 2

single\_vertex.push\_right(sv) # Добавляем в очередь

list\_data[sv] = [second\_degreev-1, second\_sv^vertex] # Удаляем ребро

edges += str(vertex)+' '+str(sv)+'\n' # Записываем найденное ребро

count += 1 # Увеличиваем счётчик рёбер

return count, edges # Возвращаем полученные значения

print("-----------------------------Входные данные-----------------------------")

n = int(input("Введите количество вершин: ")) # Вводим количество вершин

degreev\_list = [0]\*n # Инициализируем список degreev\_list длины n

sv\_list = [0]\*n # Инициализируем список sv\_list длины n

for i in range(n): # Цикл для ввода вершин

degreev, sv = map(int, input("Введите degreev и sv: ").split()) # Ввод количества смежных вершин и XOR функций

degreev\_list[i] = degreev # Заносим количество смежных вершин очередной вершины в список

sv\_list[i] = sv # Заносим XOR сумму номеров смежных вершин очередной вершины в список

count, edges = task\_1(n, degreev\_list, sv\_list) # Вызов функции основной программы

print("-----------------------------Выходные данные----------------------------")

print("Количество рёбер графа = ", count) # Выводим количество рёбер

print("Рёбра")

print(edges) # Выводим сами рёбра

На рисунке 1 представлен результат работы программы.
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Рисунок 1 – Результат работы программы

# **Задание №2**

## **Условие задания**

Дома у Фродо собираются ночевать n хоббитов. У Фродо есть n кроватей, стоящих в ряд, и m подушек (n ≤ m). Каждому хоббиту для сна нужна кровать и хотя бы одна подушка, однако, каждый хочет как можно больше подушек. Понятно, что подушки не всегда можно поделить поровну, однако любой хоббит обидится, если у него будет меньше подушек, чем у соседа, хотя бы на две.

Фродо будет спать на k-й с краю кровати. Какое максимальное число подушек он может положить себе, чтобы у каждого хоббита была хотя бы одна подушка, все подушки были розданы хоббитам, и никто из них не обиделся?

Входные данные В единственной строке находятся три целых числа n, m и k (1 ≤ n ≤ m ≤ 109, 1 ≤ k ≤ n) — число хоббитов, число подушек и номер кровати Фродо.

Выходные данные Выведите одно число — максимальное число подушек, которые Фродо может положить себе, чтобы никто не обиделся.

**Примеры**

**Входные данные**

4 6 2

**Выходные данные**

2

## **Решение задания**

import numpy as np

def one\_sided(slots: int, x: int)->int: # Функция подсчёта подушек для каждого края независимо друг от друга

if slots >= x-1: # Если кроватей больше или равно оставшимся подушкам (без подушки Фродо)

result = ((np.power(x, 2)-3\*x))/2+slots+1 # Используем формулу для подсчёта общего количества подушек (беря для Фродо x-1 подушку, а остальным по остаточному принципу)

return result

else:

result = (2\*x\*slots-slots-np.power(slots, 2))/2 # Используем формулу для подсчёта общего количества подушек (беря для Фродо x-1 подушку, а остальным по остаточному принципу)

return result

def pillows\_used(x: int, k: int, n: int)->bool: # Функция проверки используемых подушек

left\_slot = k -1 # Кроватей слева от Фродо

right\_slot = n-k # Кроватей справа от Фродо

res = x + one\_sided(left\_slot, x) + one\_sided(right\_slot, x) <= m # Проверяем, есть ли ещё свободные подушки или ->

#-> подушек потребовалось больше чем есть

return res

def task\_2(n: int, m: int, k: int)->int:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество хоббитов должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= np.power(10, 9)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество хоббитов должно принадлежать отрезку чисел от 1 до 10^9") # Поднимает исключение ValueError

if not isinstance(k, int): # Проверка k на соответствие типу данных int

raise TypeError("№ кровати Фродо должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= k <= n): # Проверка k на соответствие вхождения в границы допустимых значений

raise ValueError("№ кровати Фродо должен принадлежать отрезку чисел от 1 до ", n) # Поднимает исключение ValueError

if not isinstance(m, int): # Проверка m на соответствие типу данных int

raise TypeError("Число подушек должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= m <= np.power(10, 9)): # Проверка m на соответствие вхождения в границы допустимых значений

raise ValueError("Число подушек должно принадлежать отрезку чисел от 1 до 10^9") # Поднимает исключение ValueError

if not (n <= m ): # Проверка n и m на соответствие условию их пропорции (m обязано быть больше или равно)

raise ValueError("Число кроватей больше чем подушек, подушек должно хватать на все кровати") # Поднимает исключение ValueError

left = 1 # Инициализация переменной для левой гранциы (за границу берём подушки)

right = m # Инициализация переменной для правой границы

mid = (left + right) // 2 # Находим среднее число подушек (по сути кол-во подушек Фродо +1)

while left != right: # Пока границы проверки не пересекли друг друга

if pillows\_used(mid, k, n): # Если остаются невостребованные подушки

left = mid + 1 # То нижнюю границу нужно увеличить (увеличиваем по факту кол-во подушек у Фродо и по остаточному принципу у хоббитов)

else: # Иначе если подушек не хватило

right = mid # Уменьшаем верхнюю верхнюю границу (уменьшаем по факту кол-во подушек у Фродо и по остаточному принципу у хоббитов)

mid = (left + right) // 2 # Обновляем среднее число подушек

if (n == 1): # Если кровать всего одна

return mid # Фродо забирает все подушки

else: # В ином случае

return mid - 1 # Их всегда на 1 меньше

print("-----------------------------Входные данные-----------------------------")

n, m, k = map(int, input("Введите количество хоббитов, общее число подушек, № кровати Фродо, соответственно: ").split()) # Ввод ->

#-> количества хоббитов, количества подушек, номер кровати Фродо

mid = task\_2(n, m, k)

print("-----------------------------Выходные данные----------------------------")

print("Количество подушек у Фродо = ", mid) # Выводим кол-во подушек у Фродо

На рисунке 2 представлен результат работы программы.
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Рисунок 2 – Результат работы программы

# **Задание №3**

## **Условие задания**

Недавно Вы купили новую умную лампу с программируемыми функциями. Первым делом Вы выставили расписание на ней. Каждый день лампа будет включать питание в момент 0 и выключать питание в момент 𝑀. Более того, данная лампа позволяет Вам записать в нее программу, следуя которой, она будет менять свое состояние (состояниями считается «свет включен» и «свет выключен»). К сожалению, в лампу уже предустановлена некоторая программа.

Лампа принимает только хорошие программы. Хорошая программа может быть представлена непустым массивом 𝑎, где 0<𝑎1<𝑎2<⋯<𝑎|𝑎|<𝑀. Все 𝑎𝑖 должны быть целыми числами. Конечно, предустановленная программа является хорошей.

Лампа выполняет заданную программу 𝑎 следующим образом: в момент 0 она включает и питание, и свет. Далее, в момент 𝑎𝑖 лампа переключает свое состояние на противоположное (если свет был включен, то он выключается, и наоборот). Свет переключается моментально, т. е., например, если переключить свет в момент времени 1 и дальше ничего не делать, то итоговое время горения лампы будет равно 1. Наконец, в момент 𝑀 лампа отключает питание независимо от того, был ли свет включен.

Так как Вы не из тех, кто читает инструкции, да и написана она на неизвестном языке, Вы (методом проб и ошибок) находите единственный способ изменить предустановленную программу. Вы можете вставить не более одного числа в программу 𝑎 таким образом, что она все еще останется хорошей. Вставка может быть осуществлена в любое место, как между любой парой соседних элементов в 𝑎, так и в начало или конец массива 𝑎.

Найдите такой способ изменить программу, что суммарное время горения лампы будет максимально. Возможно, что иногда лучше оставить программу нетронутой. (Если у лампы включен свет с момента 𝑥 по момент 𝑦, тогда лампа будет гореть время, равное 𝑦−𝑥. Отрезки включенного света суммируются).

Входные данные Первая строка содержит два числа 𝑛 и 𝑀 (1≤𝑛≤105, 2≤𝑀≤109) — длина предустановленной программы 𝑎 и момент отключения питания лампы. Вторая строка содержит 𝑛 чисел через пробел 𝑎1,𝑎2,…,𝑎𝑛 (0<𝑎1<𝑎2<⋯<𝑎𝑛<𝑀) — программа 𝑎.

Выходные данные Выведите единственное число — максимально возможное время горения, если Вы можете сделать не более одного изменения, описанного выше.

**Примеры**

**Входные данные**

3 10

4 6 7

**Выходные данные**

8

## **Решение задания**

import numpy as np

def task\_3(n: int, m: int, program\_a: list[int])->int:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Длина предустановленной программы должна быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= np.power(10, 5)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Длина предустановленной программы должна принадлежать отрезку чисел от 1 до 10^5") # Поднимает исключение ValueError

if not isinstance(m, int): # Проверка m на соответствие типу данных int

raise TypeError("Момент отключения программы должен быть целым числом") # Поднимает исключение TypeError

if not (2 <= m <= np.power(10, 9)): # Проверка m на соответствие вхождения в границы допустимых значений

raise ValueError("Момент отключения программы должен принадлежать отрезку чисел от 2 до 10^9") # Поднимает исключение ValueError

if len(program\_a) != n:

raise ValueError("Количество элементов программы должно совпадать с введённым ранее их количеством") # Поднимает исключение ValueError

for i in range(1, n-1):

if not isinstance(program\_a[i], int): # Проверка program\_a на соответствие типу данных int

raise TypeError("Элемент программы должен быть целым числом") # Поднимает исключение TypeError

if i==0:

if not (0 < program\_a[i] < m): # Проверка program\_a на соответствие вхождения в границы допустимых значений

raise ValueError("Элементы программы должен принадлежать отрезку чисел от 0 до ", m, "и каждый следующий элемент больше предыдущего") # Поднимает исключение ValueError

elif not (0 < program\_a[i-1] < program\_a[i] < m): # Проверка program\_a на соответствие вхождения в границы допустимых значений

raise ValueError("Элементы программы должны принадлежать отрезку чисел от 0 до ", m, "и каждый следующий элемент больше предыдущего") # Поднимает исключение ValueError

program = [0] + program\_a + [m] # Добавим к массиву программы в начало 0 (включение питания и света)->

#-> и команды М в конец массива (выключение питания)

lamp\_off = 0 # Суммарное время не работы лампочки

lamp\_on = 0 # Суммарное время работы лампочки

final = 0 # Выигранное время

for i in range(1, n+2): # От 1 номера массива (от 0 если не считать добавленный ноль) ->

#-> до последнего элемента массива (+2 из-за того, что добавили М)

if i % 2 == 0: # Если номер элемента чётный

lamp\_off = lamp\_off + (program[i] - program[i-1]) # Прибавляем время неработающей лампочки

else:

lamp\_on = lamp\_on + (program[i] - program[i-1]) # Прибавляем время работающей лампочки

maximum = lamp\_on # Принимаем за максимум полученное время работы лампочки

for i in range(1, n+1, 2): # Проверяем пары элементов

final = final + (program[i] - program[i-1]) # Считаем значение время работы лампочки

if ((program[i] - program[i-1] > 1) or (program[i+1] - program[i] > 1)): # Если разница между прошлым элементом или ->

#-> будущем равна 1, то максимум персчитывать не нужно ()

maximum = max(maximum, final-1 + lamp\_off) # За новый максимум берём либо прежний максимум,->

#-> либо найденное время работы лампочки + оставшееся нерабочее время лампочки на этой итерации

lamp\_off = lamp\_off - (program[i+1] - program[i]) # Пересчитываем время не работы лампочки

return maximum

print("-----------------------------Входные данные-----------------------------")

n, m = map(int, input("Введите длину программы и момент отключения света, соответственно: ").split()) # Ввод длины программы ->

#-> и команды на выключение

program\_a = [int(x) for x in input("Введите числа программы a: ").split()]

maximum = task\_3(n, m, program\_a)

print("-----------------------------Выходные данные----------------------------")

print("Максимально возможное время горения света = ", maximum) # Вывод максимального времени работы лампочки

На рисунке 3 представлен результат работы программы.

![](data:image/png;base64,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)

Рисунок 3 – Результат работы программы

# **Задание №4**

## **Условие задания**

У Васи есть n предметов, которые лежат в ряд. Предметы последовательно пронумерованы числами от 1 до n таким образом, что самый левый предмет имеет номер 1, самый правый — номер n. Каждый предмет имеет свой вес, i-тый из них весит wi килограмм.

Васе нужно собрать все эти предметы, однако он не будет делать этого сам, а использует своего нового робота. У робота есть две разные руки — левая и правая. Робот может последовательно выполнять действия:

Взять левой рукой самый левый из предметов, затратив на это wi · l единиц энергии (где wi — вес самого левого предмета, l — заданный параметр), если предыдущее действие было таким же (левой рукой), то робот тратит дополнительные Ql единиц энергии. Взять правой рукой самый правый из предметов, затратив на это wj · r единиц энергии (где wj — вес самого правого предмета, r — заданный параметр), если предыдущее действие было таким же (правой рукой), то робот тратит дополнительные Qr единиц энергии. Разумеется, Вася хочет запрограммировать робота так, чтобы тот потратил как можно меньше энергии. С этой задачей он и обратился за помощью к вам. Ваша задача — найти минимальное количество энергии, которое потратит робот, чтобы собрать все предметы.

Входные данные В первой строке содержится пять целых чисел n, l, r, Ql, Qr (1 ≤ n ≤ 105; 1 ≤ l, r ≤ 100; 1 ≤ Ql, Qr ≤ 104).

Во второй строке содержится n целых чисел w1, w2, ..., wn (1 ≤ wi ≤ 100).

Выходные данные В единственной строке выведите целое число — ответ на задачу.

**Примеры**

**Входные данные**

3 4 4 19 1

42 3 99

**Выходные данные**

576

## **Решение задания**

import numpy as np

def task\_4(n: int, L: int, R: int, QL: int, QR: int, W: list[int])->int:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество предметов должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= np.power(10, 5)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество предметов должно принадлежать отрезку чисел от 1 до 10^5") # Поднимает исключение ValueError

if not isinstance(L, int): # Проверка L на соответствие типу данных int

raise TypeError("Параметр энергии для левой руки должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= L <= 100): # Проверка L на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр энергии для левой руки должен принадлежать отрезку чисел от 1 до 100") # Поднимает исключение ValueError

if not isinstance(R, int): # Проверка R на соответствие типу данных int

raise TypeError("Параметр энергии для правой руки должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= R <= 100): # Проверка R на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр энергии для правой руки должен принадлежать отрезку чисел от 1 до 100") # Поднимает исключение ValueError

if not isinstance(QL, int): # Проверка QL на соответствие типу данных int

raise TypeError("Параметр штрафной энергии для левой руки должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= QL <= np.power(10, 4)): # Проверка QL на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр штрафной энергии для левой руки должен принадлежать отрезку чисел от 1 до 10^4") # Поднимает исключение ValueError

if not isinstance(QR, int): # Проверка QR на соответствие типу данных int

raise TypeError("Параметр штрафной энергии для правой руки должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= QR <= np.power(10, 4)): # Проверка QR на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр штрафной энергии для правой руки должен принадлежать отрезку чисел от 1 до 10^4") # Поднимает исключение ValueError

if not isinstance(QR, int): # Проверка QR на соответствие типу данных int

raise TypeError("Параметр штрафной энергии для правой руки должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= QR <= np.power(10, 4)): # Проверка QR на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр штрафной энергии для правой руки должен принадлежать отрезку чисел от 1 до 10^4") # Поднимает исключение ValueError

if len(W) != n:

raise ValueError("Количество весов предметов должно совпадать с введённым ранее количеством предметов") # Поднимает исключение ValueError

for i in range(n):

if not isinstance(W[i], int): # Проверка W[i] на соответствие типу данных int

raise TypeError("Вес предмета должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= W[i] <= 100): # Проверка W[i] на соответствие вхождения в границы допустимых значений

raise ValueError("Вес предмета должен принадлежать отрезку чисел от 1 до 100") # Поднимает исключение ValueError

sum\_el = [0] # Инициализация массива суммированных предметов для перебора вариантов переноса предметов

for i in range(1, n + 1): # От 1 номера элемента, до последнего (из-за 0 в начале смешаем на +1)

sum\_el.append(W[i - 1] + sum\_el[i - 1]) # Заполняем список проссумированных элементов

answer = QR \* (n - 1) + sum\_el[n] \* R # Расчёт затраченной энергии при условии, что всё выполняется правой рукой

for i in range(1, n + 1): # Проходим циклом по списку просуммированых элементов

energy = L \* sum\_el[i] + R \* (sum\_el[n] - sum\_el[i]) # Расчёт энергии до штрафов (перебор рук по сути)

if i > (n - i): # Если переложили левой рукой больше чем правой

energy = energy + (i - (n - i) - 1) \* QL # Считаем штраф за это

elif (n - i) > i: # Иначе если переложили правой рукой больше чем левой

energy = energy + ((n - i) - i - 1) \* QR # Считаем штраф за это

if energy < answer: # Если расчитанная энергия меньше ранее полученного ответа, то эта энергия становится ответом

answer = energy

return answer

print("-----------------------------Входные данные-----------------------------")

n, L, R, QL, QR = map(int, input("Введите n, L, R, QL, QR, соответственно: ").split()) # Вводим количество предметов, ->

#-> доступных действий левой рукой, доступных действий правой рукой, штраф левой руки, штраф правой руки

W = list(map(int, input("Введите веса предметов: ").split())) # Список весов предметов

answer = task\_4(n, L, R, QL, QR, W)

print("-----------------------------Выходные данные----------------------------")

print("Минимально затраченная энергия = ", answer) # Выводим полученную энергию

На рисунке 4 представлен результат работы программы.
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Рисунок 4 – Результат работы программы

# **Задание №5**

## **Условие задания**

Будем называть неориентированный граф из n вершин p-интересным, если выполнены условия:

граф содержит ровно 2n + p ребер; граф не содержит петель и кратных ребер; для любого целого k (1 ≤ k ≤ n) любой подграф, состоящий из k вершин, содержит не более 2k + p ребер. Подграфом графа будем называть некоторое множество вершин графа и некоторое множество ребер графа. Причем множество ребер должно удовлетворять условию: оба конца каждого ребра из множества должны принадлежать выбранному множеству вершин.

Ваша задача отыскать p-интересный граф, состоящий из n вершин.

Входные данные В первой строке задано единственное целое число t (1 ≤ t ≤ 5) — количество тестовых данных. В следующих t строках задано по два целых числа: n, p (5 ≤ n ≤ 24; p ≥ 0; ) — количество вершин в графе и параметр интересности для соответствующего теста.

Гарантируется, что искомый граф существует.

Выходные данные Для каждого из t тестов выведите 2n + p строк, содержащих описание ребер p-интересного графа: i-я строка должна содержать два целых числа через пробел ai, bi (1 ≤ ai, bi ≤ n; ai ≠ bi) — две вершины, соединенные ребром в результирующем графе. Считайте, что вершины графа пронумерованы целыми числами от 1 до n.

Ответы для тестов выводите в том порядке, в котором тесты заданы во входных данных. Если существует несколько решений, разрешается вывести любое из них.

**Примеры**

**Входные данные**

1

6 0

**Выходные данные**

1 2

1 3

1 4

1 5

1 6

2 3

2 4

2 5

2 6

3 4

3 5

3 6

## **Решение задания**

import copy

def task\_5(t: int, n: int, p: int)->str:

if not isinstance(t, int): # Проверка t на соответствие типу данных int

raise TypeError("Количество тестовых данных должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= t <= 5): # Проверка t на соответствие вхождения в границы допустимых значений

raise ValueError("Количество тестовых данных должно принадлежать отрезку чисел от 1 до 5") # Поднимает исключение ValueError

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество вершин должно быть целым числом") # Поднимает исключение TypeError

if not (5 <= n <= 24): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество вершин должно принадлежать отрезку чисел от 5 до 24") # Поднимает исключение ValueError

if not isinstance(p, int): # Проверка n на соответствие типу данных int

raise TypeError("Параметр интересности должен быть целым числом") # Поднимает исключение TypeError

if not (0 <= p): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Параметр интересности должен быть положительным числом") # Поднимает исключение ValueError

if not (2\*n+p <= (n\*(n-1))/2): # Проверка выход за границы значений

raise ValueError("Количество выводимых строк превысило сумму колличества тестовых данных -1") # Поднимает исключение ValueError

for x in range(t): # Цикл от 0 до введёного количества тестовых данных

end\_output = 2\*n + p

count = 0 # Инициализируем счётчик

answer =''

for i in range(n): # Цикл от 0 до количества вершин

for j in range(i+1, n): # Вложенный цикл для вывода рёбер графа

answer += str(i+1) +' '+ str(j+1) +'\n'

count = count + 1 # Увеличиваем счётчик

if (count == end\_output): # Если достигли количества строк из условия о выводе 2\*n + p строк

break # Завершаем выполнение программы

if count == end\_output: # Если достигли количества строк из условия о выводе 2\*n + p строк

break # Завершаем выполнение программы

return answer

print("-----------------------------Входные данные-----------------------------")

t = int(input("Введите количество тестовых данных: ")) # Вводим количество тестовых данных

list\_n = [0]\*t

list\_p = [0]\*t

for i in range(t):

n, p = map(int, input("Введите количество вершин и параметр интересности соответственно: ").split()) # Вводим количество ->

#-> вершин в графе и параметр интересности для соответствующего теста

list\_n[i] = n

list\_p[i] = p

answer =''

for i in range(t):

answer += task\_5(t, list\_n[i], list\_p[i])

print("-----------------------------Выходные данные----------------------------")

print(answer) # Выводим две вершины

На рисунке 5 представлен результат работы программы.
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Рисунок 5 – Результат работы программы

# **Задание №6**

## **Условие задания**

Недавно Дима познакомился с Сашей в филателистическом магазине, и с тех пор они собирают монеты вместе. Их любимое занятие — сортировать коллекции монет. Саше нравится порядок, поэтому он хочет, чтобы монеты были расположены в ряд, причём сначала шли монеты, вышедшие из обращения, а потом монеты, всё ещё находящиеся в обращении.

Для упорядочивания монет Дима использует алгоритм, один шаг которого выглядит следующим образом:

Дима просматривает все монеты слева направо; если он видит, что i-я монета ещё в ходу, а (i + 1)-я уже вышла из обращения, то он меняет эти две монеты местами, и продолжает смотреть на монеты дальше, начиная с (i + 1)-й. Дима повторяет этот шаг до тех пор, пока не окажется, что на очередном шаге не произошло ни одного обмена. Сложностью упорядочивания Дима называет количество шагов, которые ему требуются в соответствии с процедурой, описанной выше, то есть, количество раз, которое он будет начинать просматривать монеты с начала. В частности, для уже упорядоченной исходной последовательности монет сложность упорядочивания равна единице.

Сегодня Саша в очередной раз позвал Диму в гости, чтобы предложить ему следующую игру. Сначала он выложил в ряд перед Димой n монет, все из которых вышли из обращения. Затем Саша n раз выбирает какую-то из монет, которая вышла из обращения, и заменяет её на монету, которая находится в обращении. В ходе этого процесса Саша постоянно интересуется у Димы, какова на данный момент сложность упорядочивания последовательности.

Задачу усложняет тот факт, что Диме нельзя трогать монеты, и поэтому определять сложность упорядочивания ему приходится в уме. Помогите Диме справиться с этим заданием.

Входные данные В первой строке задано целое число n (1 ≤ n ≤ 300 000) — количество монет, которые Саша выложил в ряд перед Димой.

Следующая строка содержит n целых различных чисел p1, p2, ..., pn (1 ≤ pi ≤ n) — позиции монет, если смотреть слева направо, которые Саша меняет на монеты, находящиеся в ходу. Сначала Саша заменяет монету, находящуюся на позиции p1, затем монету, находящуюся на позиции p2 и так далее.

Выходные данные Выведите n + 1 чисел a0, a1, ..., an, где a0 — сложность упорядочивания последовательности в начале, a1 — сложность упорядочивания после замены одной монеты и так далее.

**Примеры**

**Входные данные**

4

1 3 4 2

**Выходные данные**

1 2 3 2 1

## **Решение задания**

def task\_6(n: int, arr: list[int])->str:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество монет должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= 300000): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество монет должно принадлежать отрезку чисел от 1 до 300 000") # Поднимает исключение ValueError

for i in range(n):

if not isinstance(arr[i], int): # Проверка n на соответствие типу данных int

raise TypeError("Позиции монет должны быть целым числом") # Поднимает исключение TypeError

if not (1 <= arr[i] <= n): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Позиции монет должны принадлежать отрезку чисел от 1 до ", n) # Поднимает исключение ValueError

pos = n # Инициализируем переменную для отслеживания позиции монеты

a = [0 for i in range(n+1)] # Инициализируем список который будет отслеживать замену монет ->

#-> (0 - вышла из обращения, 1 - осталась в обращении)

res = 1 # Инициализируем переменную для подсчёта сложности упорядочивания последовательности

ans = [1] # Инициализируем список в котором будут записаны сложности упорядочивания ->

#-> (сразу заносим 1, так как из условия сказано, что сложность упорядоченной последовательности равна 1)

for x in arr: # Проходим по введённой последовательности позиций монет

a[x] = 1 # Помечаем текущую монету как заменённую на используемую в обращении

res = res + 1 # Повышаем сложность упорядоченвиания последовательности

while a[pos] == 1: # Пока текущая монета на текущей позиции используется в обращении ->

#-> (пока последняя монета остаётся вышедшей из обращения, сложность лишь растёт)

pos = pos - 1 # Просматриваем, была ли заменена монета слева ->

#-> (чем ближе к началу мы встретим вышедшую монету из обращения, тем меньше будет сложность упорядочивания)

res = res - 1 # Уменьшаем сложность упорядочивания

ans.append(res) # Добавляем сложность в список сложностей упорядочивания

answer = ' '.join(map(str, ans))

return answer

print("-----------------------------Входные данные-----------------------------")

n = int(input("Введите количество монет: ")) # Вводим количество монет

arr = list(map(int, input("Введите позиции монет: ").split())) # Вводим позиции монет

answer = task\_6(n, arr)

print("-----------------------------Выходные данные----------------------------")

print("Сложность упорядочивания последовательности после замены монеты:", answer) # Выводим ответ

На рисунке 6 представлен результат работы программы.
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Рисунок 6 – Результат работы программы

# **Задание №7**

## **Условие задания**

Маленький Слоник очень любит суммы на промежутках.

В этот раз у него есть пара целых чисел l и r (l ≤ r). Маленькому Слонику нужно найти количество таких целых чисел x (l ≤ x ≤ r), что первая цифра числа x равна последней (в десятичном представлении). Например, такие числа как 101, 477474 или 9 он будет включать в ответ, в то время как 47, 253 или 1020 — нет.

Помогите ему, посчитайте описанное количество чисел x для заданной пары l и r.

Входные данные В единственной строке задана пара целых чисел l и r (1 ≤ l ≤ r ≤ 1018) — границы промежутка.

Пожалуйста, не используйте спецификатор %lld для чтения или записи 64-х битовых чисел на С++. Рекомендуется использовать потоки cin, cout или спецификатор %I64d.

Выходные данные В единственной строке выведите одно целое число — ответ на задачу.

**Примеры**

**Входные данные**

2 47

**Выходные данные**

12

## **Решение задания**

import math

def task\_7(arr: list[int])->int:

if not isinstance(arr[0], int): # Проверка arr[0] на соответствие типу данных int

raise TypeError("Левая граница должна быть целым числом") # Поднимает исключение TypeError

if not isinstance(arr[1], int): # Проверка arr[1] на соответствие типу данных int

raise TypeError("Левая граница должна быть целым числом") # Поднимает исключение TypeError

if not (1 <= arr[0] <= arr[1] <= math.pow(10, 18)): # Проверка на соответствие вхождения в границы допустимых значений

raise ValueError("Границы должны принадлежать отрезку чисел от 1 до 10^18 и левая граница не должна превышать правую") # Поднимает исключение ValueError

if len(arr) != 2:

raise ValueError("Необходимо ввести 2 числа") # Поднимает исключение ValueError

count = [0]\*2 # Инициализируем список для записи найденного количества чисел

for i in range (2): # Проходим циклом по списку

if i == 0: # Для манипуляций с левой границей

s = arr[i] - 1 # Вычитаем из левой границы сразу 1 (так как в подсчёте границы включены)

s = str(s) # Переводим в строковый тип данных

else: # Работаем с правой границей

s = str(arr[i]) # Переводим в строковый тип данных

n = len(s) # Вычисляем длину числа

x = int(s) # Переводим в целочисленный тип данных

if (x < 10): # Если число меньше 10

count[i] = x # То нам достаточно запомнить его (так как будет достаточно просто вычесть это число из количества подходящих нам чисел)

continue

ans = x // 10 - 1 # Если число больше 10, то считываем количество десятков ->

#-> (-1 из-за того, что первая цифра числа может быть не равна последней)

# (также нам не важно, число состоит только из десятков или ещё сотен или даже тысяч, в них всех будет не более)

ans = ans + 9 # Прибавляем 9 так как до 10 нам подходят все числа, а от лишних при вычитании счётчика первого числа избавимся

if (s[0] <= s[n-1]): # Если первая цифра числа меньше или равна последней, то включаем в подсчёт и текущею десятку

ans = ans + 1 # Поэтому к ответу прибавляем ранее отнятую единицу

count[i] = ans # Заносим количество чисел в список для подсчёта ответа

answer = count[1]-count[0] # Считаем по разнице сколько чисел в промежутке нам подходит

return answer # Возвращаем число подходящих по условию чисел

print("-----------------------------Входные данные-----------------------------")

arr = list(map(int, input("Введите пару чисел: ").split())) # Вводим пару чисел

answer = task\_7(arr)

print("-----------------------------Выходные данные----------------------------")

print("Ответ на задачу:", answer)

На рисунке 7 представлен результат работы программы.
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Рисунок 7 – Результат работы программы

# **Задание №8**

## **Условие задания**

После возвращения из армии Макес получил в подарок массив a, состоящий из n целых положительных чисел. Так как он очень давно не решал задачи, его заинтересовал следующий вопрос: сколько существует таких упорядоченных троек (i,  j,  k), что i < j < k, а ai·aj·ak — минимально. Помогите ему в этом!

Входные данные В первой строке входных данных задано целое положительное число n (3 ≤ n ≤ 105) — количество элементов в массиве a. Во второй строке задано n положительных целых чисел ai (1 ≤ ai ≤ 109) — элементы массива.

Выходные данные Выведите единственное число — количество упорядоченных троек (i,  j,  k), что i,  j и k — попарно различны, а ai·aj·ak — минимально.

**Примеры**

**Входные данные**

4

1 1 1 1

**Выходные данные**

4

## **Решение задания**

import numpy as np

def task\_8(n: int, massiv\_a: list[int])->int:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество элементов должно быть целым числом") # Поднимает исключение TypeError

if not (3 <= n <= np.power(10, 5)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество элементов должно принадлежать отрезку чисел от 3 до 10^5") # Поднимает исключение ValueError

if len(massiv\_a) != n: # Проверка на соответствие длины массива

raise ValueError("Необходимо ввести столько же элементов, сколько указали ранее") # Поднимает исключение ValueError

for i in range(n):

if not isinstance(massiv\_a[i], int): # Проверка massiv\_a[i] на соответствие типу данных int

raise TypeError("Элементы массива должны быть целым числом") # Поднимает исключение TypeError

if not (1 <= massiv\_a[i] <= np.power(10, 9)): # Проверка massiv\_a[i] на соответствие вхождения в границы допустимых значений

raise ValueError("Элементы массива должны принадлежать отрезку чисел от 1 до 10^9") # Поднимает исключение ValueError

massiv\_a = sorted(massiv\_a) # Сортируем элементы массива (так как нас интерисуют 3 минимальных числа)

x, y, z = massiv\_a[0], massiv\_a[1], massiv\_a[2] # Присваиваем переменным минимальные элементы

if (x < y < z): # Если они все различны, то число упорядоченных троек равняется количеству максимального числа из минимальных, в общем массиве чисел

return massiv\_a.count(z) # Возвращаем количество этих чисел

if ((x < y) and (y == z)): # Если различно лишь первое число, а остальные два равны

sum\_element = massiv\_a.count(z) # То считаем количество максимального числа из минимальных, в общем массиве чисел

return (sum\_element \* (sum\_element-1)) // 2 # И для возвращения необходимо воспользоваться формулой суммой n-1 числа

if ((x == y) and (y < z)): # Если различно лишь последнее число, а остальные два равны, то число упорядоченных троек равняется ->

#-> количеству максимального числа из минимальных, в общем массиве чисел

return massiv\_a.count(z) # Возвращаем количество этих чисел

if ((x == y) and (y == z)): # Если они все равны

sum\_element = massiv\_a.count(z) # То считаем количество одинаковых чисел, в общем массиве чисел

return (sum\_element \* (sum\_element-1) \* (sum\_element-2)) // 6 # И для возврата необходимо воспользоваться формулой ->

#-> сочетаний из n элементов по m (из количества найденных элементов по 3)

print("-----------------------------Входные данные-----------------------------")

n = int(input("Введите количество элементов в массиве: ")) # Вводим количество элементов в массиве

massiv\_a = list(map(int, input("Введите элементы массива: ").split())) # Вводим элементы массива

answer = task\_8(n, massiv\_a)

print("-----------------------------Выходные данные----------------------------")

print("Число упорядоченных троек =", answer) # Выводим количество этих чисел

На рисунке 8 представлен результат работы программы.
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Рисунок 8 – Результат работы программы

# **Задание №9**

## **Условие задания**

Дана строка S, состоящая из N символов. Требуется найти количество упорядоченных пар целых чисел i и j таких, что:

1. 1 ≤ i, j ≤ N
2. S[i] = S[j], то есть i-ый символ строки S равен j-ому.

Входные данные Единственная строка входа содержит S, состоящую из строчных букв латинского алфавита и цифр. Гарантируется, что строка S непуста и её длина не превосходит 105.

Выходные данные Выведите одно число — количество пар i и j с требуемым свойством. Пары (x, y) и (y, x) следует считать различными, т. е. считаются упорядоченные пары.

**Примеры**

**Входные данные**

great10

**Выходные данные**

7

**Входные данные**

aaaaaaaaaa

**Выходные данные**

100

## **Решение задания**

import numpy as np

def task\_9(a:list[str])->int:

if not (1 <= len(a) <= np.power(10, 5)): # Проверка на соответствие вхождения в границы допустимых значений

raise ValueError("Длина строки не должна быть пустой и превышать 10^5 символов") # Поднимает исключение ValueError

for i in range (len(a)):

if not (a[i].lower and (a[i].isalpha or a[i].isdigit)):

raise TypeError("Необходимо ввести строку состоящую из строчных латинских букв (допускается ввод цифр)") # Поднимает исключение TypeError

b=[] # Инициализируем список для записи количиства повторений элементов из введённой строки

for i in set(a): # Проходим циклом по множеству (коллекции без повторяющихся элементов)

b.append(a.count(i)) # Добавляем в список количество повторений для каждого элемента

summ = 0 # Инициализируем переменную для вывода найденного количества пар

for i in b: # Проходим по списку количества повторений элементов

count = 0 # Обнуляем счётчик для каждого элемента

count = i\*\*2 # Количество пар будет равна квадрату числа повторений элемента

summ = summ + count # Прибавляем найденное количество пар текущей переменной, к общему числу пар

return summ

print("-----------------------------Входные данные-----------------------------")

a=list(input("Введите строку: ")) # Вводим строку

answer = task\_9(a)

print("-----------------------------Выходные данные----------------------------")

print("Количество пар равно =", answer) # Выводим общее количество пар

На рисунке 9 представлен результат работы программы.
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Рисунок 9 – Результат работы программы

# **Задание №10**

## **Условие задания**

Алиса и Боб играют в игру на прямой с 𝑛 ячейками. Есть 𝑛 ячеек, пронумерованных от 1 до 𝑛. Для каждого 𝑖 от 1 до 𝑛−1 ячейки 𝑖 и 𝑖+1 являются смежными.

У Алисы изначально есть фишка в какой-то ячейке на прямой, а Боб пытается угадать, где она находится.

Боб спрашивает последовательность номеров ячеек в таком порядке: 𝑥1,𝑥2,…,𝑥𝑘. В 𝑖-м вопросе Боб спрашивает Алису, находится ли ее фишка в ячейке 𝑥𝑖. То есть, Алиса ответит либо «нет», либо «да» на каждый вопрос Боба.

Не более одного раза в этом процессе, до или после ответа на вопрос, Алиса может переместить свою фишку из своей текущей ячейки в некоторую смежную ячейку. Алиса действует так, чтобы она могла ответить «нет» на все вопросы Боба.

Обратите внимание, что Алиса даже может переместить свою фигурку, прежде чем ответить на первый вопрос или после того, как ответит на последний вопрос. Алиса также может вообще не передвигать ее.

Вам дано число 𝑛 и вопросы Боба 𝑥1,…,𝑥𝑘. Вы хотели бы посчитать количество сценариев, которые позволяют Алисе ответить «нет» на все вопросы Боба.

Пусть (𝑎,𝑏) обозначает сценарий, в котором Алиса начинает в ячейке 𝑎 и заканчивает в ячейке 𝑏. Два сценария (𝑎𝑖,𝑏𝑖) и (𝑎𝑗,𝑏𝑗) различны, если 𝑎𝑖≠𝑎𝑗 или 𝑏𝑖≠𝑏𝑗.

Входные данные Первая строка содержит два целых числа 𝑛 и 𝑘 (1≤𝑛,𝑘≤105) — количество ячеек и количество вопросов Боба.

Вторая строка содержит 𝑘 целых чисел 𝑥1,𝑥2,…,𝑥𝑘 (1≤𝑥𝑖≤𝑛) — вопросы Боба.

Выходные данные Выведите единственное целое число — количество сценариев, которые позволяют Алисе ответить «нет» на все вопросы Боба.

**Примеры**

**Входные данные**

5 3

5 1 4

**Выходные данные**

9

## **Решение задания**

import numpy as np

def task\_10(n: int, k: int, x: list[int])->int:

if not isinstance(n, int): # Проверка n на соответствие типу данных int

raise TypeError("Количество ячеек должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= n <= np.power(10, 5)): # Проверка n на соответствие вхождения в границы допустимых значений

raise ValueError("Количество ячеек должно принадлежать отрезку чисел от 1 до 10^5") # Поднимает исключение ValueError

if not isinstance(k, int): # Проверка k на соответствие типу данных int

raise TypeError("Количество вопросов Боба должно быть целым числом") # Поднимает исключение TypeError

if not (1 <= k <= np.power(10, 5)): # Проверка k на соответствие вхождения в границы допустимых значений

raise ValueError("Количество вопросов Боба должно принадлежать отрезку чисел от 1 до 10^5") # Поднимает исключение ValueError

if len(x) != k:

raise ValueError("Количество введённых вопросов не соответствует ранее введёному количеству") # Поднимает исключение ValueError

for i in range(k):

if not isinstance(x[i], int): # Проверка k на соответствие типу данных int

raise TypeError("Номер ячейки о котором спрашивают должен быть целым числом") # Поднимает исключение TypeError

if not (1 <= x[i] <= n): # Проверка k на соответствие вхождения в границы допустимых значений

raise ValueError("Номер ячейки о котором спрашивают должен принадлежать отрезку чисел от 1 до ", n) # Поднимает исключение ValueError

before = [k+1 for \_\_ in range(n+1)] # Инициализируем список ячеек перед вопросом Боба

after = [-1 for \_\_ in range(n+1)] # Инициализируем список ячеек после вопроса Боба

for i in range(k): # Проходим циклом по количеству вопросов

before[x[i]] = min(before[x[i]], i) # Изменяем значения ячеек на номера вопросов Боба, чтобы сразу определить безопасные ячейки

after[x[i]] = max(after[x[i]], i) # Изменяем значения ячеек на номера вопросов Боба, чтобы сразу определить безопасные ячейки

count = 0 # Инициализируем счётчик

for i in range(1, n+1): # Проходим по ячейкам

if after[i] == -1: # Если после вопроса можем остаться тут

count = count + 1 # Прибавляем стратегию

if (i+1 <= n): # Пока не просмотрим все ячейки как стартовую позицию

if (after[i] < before[i+1]): # Если после вопроса можем сменить позицию ->

#-> (Если Боб промахнулся с позицией о фишке и мы можем перенести фишку в ячейку, про которую он теперь не спросит)

count = count + 1 # Прибавляем стратегию

if (after[i+1] < before[i]): # Если перед вопросом можем сменить позицию ->

#-> (Если мы не перенесли ранее фишку и Боб спрашивает про позицию где она лежит, но у нас есть возможность её перенести)

count = count + 1 # Прибавляем стратегию

return count

print("-----------------------------Входные данные-----------------------------")

n, k = map(int, input("Введите количество ячеек и вопросов Боба, соответственно: ").split()) # Вводим количество ячеек и количество вопросов Боба

x = list(map(int, input("Введите номера ячеек о которых спрашивает Боб: ").split())) # Вводим номера ячеек о которых спрашивает Боб

answer = task\_10(n, k, x)

print("-----------------------------Выходные данные----------------------------")

print ("Количество стратегий =", answer) # Выводим количество стратегий

На рисунке 10 представлен результат работы программы.
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Рисунок 10 – Результат работы программы

# **Вывод**

В ходе выполнения данной курсовой работы были разработаны программы для решения 10 задач в соответствии с условием 13 Варианта.